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Introduction In type theory, there are two primary kinds of equality: judgemental equality,
and propositional equality. The former is definitional and takes the form of equality judge-
ments Γ⊢ a = b : A, where as the latter inhabits the theory’s internal logic wherein you can
have proof objects to associate an identity or equality between two objects, e.g. of the form
p : IdA(a, b). Equality reflection is a statement about the relationship between these two no-
tions of equality: strong equality reflection allows for judgemental equality to be derived from
propositional equality within a system, whereas weak equality reflection simply asks whether
these two different notions of equality coincide. A theory with strong equality reflection, such
as an extensional type theory, may have an inference rule such as

Γ⊢EqA(x, y) true

Γ⊢x = y : A

enforcing a derivation of judgemental equality from propositional equality, where the premise of
this rule means that Γ⊢ p : EqA(x, y) for some p, whereas a system with weak equality reflection
is defined to be one such that at least one of the following rules1

⟨⟩ ⊢ IdA(x, y) true

⟨⟩ ⊢x = y : A

⟨⟩ ⊢x =A y true

⟨⟩ ⊢x = y : A

is admissible within the system for the empty context, but not necessarily derivable. Weak
equality reflection holds in systems such as MLTT [6, 8] and UTT [3], but fails to hold in
systems such as traditional homotopy type theory2 [2].

Some developed applications of type theory, such as program specification/analysis and
modern type theory semantics for natural language [9, 1, 5], have been developed with the use of
weak equality reflection in mind. For example, weak equality reflection in program specification
is critically used to define what is expected from definitional and computational equality. Some
applications allow for various system to serve as a sufficient foundation - however, MLTT
presents issues for some of applications in natural language semantics due to the counting
problem [11]. This work analyses a proposed solution in MLTTh - the type theory MLTT
extended with propositional truncation - and examines weak equality reflection within this
system.

The Counting Problem For a sentence such as ‘the number of black cats in the gar-
den is one’, one may provide type-theoretic semantics for the adjectival modification as a

1Id is the identity type as found within MLTT [8], and =A is Leibniz equality as found within Luo’s UTT
[3].

2Consider the mere proposition Σ(x : S1). Id(S1, base, x), where S1 is the higher inductive type of the circle
as typically defined.
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dependent pair type, as first proposed and studied by Mönnich [7] and Sundholm [10]. as
|Σ(x : Cat).black(x)| = 1. However, as theories such as MLTT use a propositions-as-types logic
and lack proof irrelevance, it may be the case that there exist multiple distinct proofs that a cat
is black, and so the above semantics would be incorrect. As such, MLTT alone is not adequate
as a foundational system for these purposes - but MLTT extended with the proper features can
be. It was proposed that MLTTh - the extension of MLTT with propositional truncation [2]
- could serve as an adequate system for formalising modern type theory semantics for natural
language [4].

Propositional Truncation MLTTh is defined3 as MLTT extended with propositional trun-
cation - a type-level operator ∥−∥ such that

Γ⊢ a : A

Γ⊢ |a| : ∥A∥
Γ⊢A type

Γ⊢ isProp(∥A∥) true
Γ⊢ isProp(B) true Γ⊢ f : A → B

Γ⊢κA(f) : ∥A∥ → B

where the elimination operator κA satisfies the definitional equality κA(f, |a|) = f(a). Im-
portantly, this introduces a kind of higher inductive type to the theory by mandating that any
two objects of ∥A∥ must be propositionally equal.

This allows us to define the traditional logical operators for this system’s internal logic as
follows:

- true = 1

- false = 1

- P ∧̇ Q = P ×Q

- P ∨̇ Q = ∥P +Q∥

- P ⊃̇ Q = P → Q

- ¬̇ P = P → 0

- ∀̇(x : P ).Q = Π(x : P ).Q

- ∃̇(x : P ).Q = ∥Σ(x : P ).Q∥

Weak Equality Reflection This new internal logic replaces MLTT’s propositions-as-types
logic with a system built on proof irrelevance, allowing for MLTTh to serve as a foundational
system for e.g. natural language semantics. However, it is easy to show that this system no
longer has weak equality reflection. For two terms a : A and b : B, we can consider the example
of ∥A+B∥; we can conclude that |inl(a)| and |inr(b)| are propositionally equal as objects of a
mere proposition, yet judgementally distinct due to their constructors.

However, because of how MLTTh is constructed, there is a subtheory of it that resembles
MLTT. Weak equality reflection holds for MLTT, so this subtheory of MLTTh should preserve
weak equality reflection, even if it does not hold for MLTTh as a whole. In this case, MLTTh

could still be suitable for the applications discussed earlier.
One method for proving this being considered is through showing that MLTTh is a con-

servative extension of MLTT. In particular, one would want to show that, for every context
Γ and type A obtained in MLTT, if there exists some term a in MLTTh such that Γ⊢ a : A,
then there exists some term a′ in MLTT such that Γ⊢ a′ : A. If one is able to prove this then,
because weak equality reflection holds for MLTT, it follows that the MLTT-like subtheory of
MLTTh must also preserve weak equality reflection.

3Some other works by the second author also refer to this system as MLTT with h-logic [4].
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Conclusion Our work on extending MLTT with propositional truncation and analysing its
properties shows that MLTTh is able to function as a foundational language for applications
such as in natural language semantics, even if the theory as a whole does not necessarily preserve
weak equality reflection. It also shows that some subsets of homotopy type theory are not able
to fully preserve weak equality reflection, which suggests that it may not be possible for a
notion of higher inductive types and weak equality reflection to exist within the same system.
Our currently in-progress work aims to refine these results, and to further explore expanding
MLTTh with features which are useful but may not have been fully developed yet for homotopy
type theory in general, such as with coercive subtyping.
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